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Abstract

Internet of Things (IoT) applications have become ubiquitous in various aspects of daily life, including smart homes, healthcare, and other areas where human assistance is crucial. However, the valuable real-world data collected by IoT devices and transmitted over the Internet have become a prime target for numerous malicious actors and hackers. Therefore, ensuring secure communication to prevent unauthorized access to this transmitted data is of paramount importance. This research is dedicated to the development of a robust security system for IoT to protect sensor data. Traditionally, IoT systems have relied on fixed encryption keys shared between transmitters and receivers, which presented vulnerabilities as these keys could be easily compromised. In this study, we introduce an enhanced version of the AES algorithm with dynamic keys. In this modified algorithm, each cycle involves the XOR operation of four keywords with the sequence number. Each round of the AES algorithm incorporates various transformations, including DivideSwap, SubBytes, ShiftRows, MixColumns, and AddRoundKey, with the exception of the final round, which excludes the MixColumns operation. To implement and test this upgraded security approach, we utilized hardware components such as the Arduino Uno, ESP8266, and DHT11 sensors. The enhanced AES algorithm was integrated into the Arduino Uno to secure sensor data before transmission across the network. The results of our analysis demonstrate that the proposed IoT security method presents a significantly higher level of cryptographic resilience compared to the traditional AES algorithm, making it a robust solution for safeguarding IoT data.
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1. Introduction

The Internet of Things (IoT) has become an integral part of our lives, harnessing interconnected devices capable of sensing, computing, and sharing data across networks and the Internet. While various encryption techniques [1] exist, they often introduce communication delays due to additional processing requirements [2]. Ensuring the security of transmitted data remains paramount, particularly because IoT sensors are typically powered by small batteries and possess limited processor, memory, and energy resources [3]. As a result, the need for lightweight encryption techniques has arisen to safeguard data effectively [4].

Lightweight cryptography aims to achieve robust security while minimizing resource utilization [5]. Several studies, such as those outlined in [5][6][7][8], have focused on optimizing common algorithms, presenting valuable insights that can benefit the IoT ecosystem. One avenue of research has explored enhancing the security of the AES algorithm by developing new S-Boxes to replace the traditional ones, given the S-Box's pivotal role in introducing confusion during encryption [9][10][11][12].

In this context, a dynamic key generation method utilizing frame sequences is proposed. The receiving end employs the transmitting side’s key to ascertain the frame order, initiating data decoding upon receiving data frames. The security of the key is bolstered with each additional data frame received. AES operates on data in 128-bit blocks (16 bytes) and supports three key sizes: 128, 192, and 256 bits. The number of rounds varies accordingly, with 10 rounds for 128-bit keys, 12 rounds for 192-bit keys, and 14 rounds for 256-bit keys.
and 14 rounds for 256-bit keys. Each round, except the final one, entails the execution of SubBytes, ShiftRows, AddRoundKey, and MixColumns operations, contributing to the overall security of the encryption process.

Related Work

The Advanced Encryption Standard (AES) has gained prominence due to its efficiency and security compared to encryption techniques such as IDES and 3DES [15]. AES, an internationally recognized symmetric block cipher encryption algorithm, has been widely adopted for its robustness [16]. In AES, a single matrix, known as a state array, is employed to process entire data blocks. Over time, researchers have introduced various enhancements to the original AES algorithm to bolster its security and data encryption capabilities [17]. These modifications encompass changes in key size [17], S-box design [18], and more.
Notably, efforts have focused on adapting AES to different hardware and software environments, as it has become the industry standard for encryption. Increasing the key size enhances resistance to cryptanalysis, and altering the S-box size reduces susceptibility to brute force attacks [18]. Numerous refinements have been made in earlier studies, significantly improving the algorithm’s efficiency. However, ongoing research explores the potential of parallel implementation using Artificial Neural Networks (ANN) to encrypt vast volumes of data simultaneously, thus accelerating processing. Our work draws inspiration from a comprehensive review of prior AES modifications, leading us to propose a novel approach that incorporates dynamic keys to enhance data security.

In 2017, Usman et al. [18] introduced the Secure IoT encryption technique (SIT). This method employs a uniform substitution-permutation network with Feistel structure to create a symmetric block cipher. It utilizes a 64-bit key and can encrypt 64-bit plaintext in one operation. The 64-bit key undergoes permutation and f-function operations to generate the five keys required for the five rounds of this algorithm, each using a 16-bit key. The operations in each cycle involve swapping, bitwise XNOR with the key, f-function, and bitwise XOR. Implemented on inexpensive 8-bit microcontrollers, this technique offers a practical hardware solution.

In 2018, Chowdhury et al. [19] modified the AES method to enhance its portability and suitability for IoT contexts. Their approach focuses on utilizing a 1D S-Box generated using GF (28), as opposed to GF (28) used in the traditional AES S-Box. Experimental results showed an approximate 18.35 percent efficiency improvement over the original AES. This energy-efficient modification aligns well with the resource constraints often encountered in IoT environments.

Tsai et al. [20] introduced the Secure Low Power Communication (SeLPC) approach in 2018, aiming for low-power consumption with strong security. Their AES modification reduces the number of encryption cycles on end devices to conserve power. Additionally, it introduces a Dynamic Box (D-Box) update method instead of the traditional S-Box. The analysis demonstrates that SeLPC can withstand various attacks and reduce encryption power consumption by up to 26.2% compared to the original AES, making it suitable for IoT applications. In 2018, Hassan and Habeeb [21] proposed a secure IoT system for handling and monitoring medical information. Their approach secures data collected from IoT sensors using a modified version of the TSFS encryption method. Utilizing hardware platforms such as Arduino and Raspberry Pi, the system connects various sensors to protect the privacy and security of sensor data.

For IoT smart home applications, Khalaf and Mohammed [22] suggested two security services in 2018. The first ensures secrecy by encrypting all sensor data sent to the IoT server, employing AES-GCM or RSA-OAEP encryption techniques. The second service focuses on integrity, achieved through the SHA3-512 algorithm. Their assessment revealed that the AES-GCM method offers shorter average encryption times (around 3ms) compared to RSA-OAEP (around 9ms). Additionally, the integrity service consumes approximately 25% of the encryption time.

In 2019, Naif et al. [23] proposed lightweight modifications to the AES algorithm, utilizing a new chaotic system called JORN. Their approach replaces the MixColumns operation with multiple XOR stages, shift-cycle operations, and SHA3-256. MLAES, as it is termed, employs two 64-bit-sized S-boxes. K1 is responsible for shifting the S-boxes, providing fresh values at each cycle. Implementing MLAES using 40 sensors, the analysis revealed that it consumes less time and CPU cycles compared to the original AES.

These diverse modifications and approaches to AES encryption reflect the evolving landscape of IoT security, driving innovation and adaptability to suit the specific needs of various IoT applications.

<table>
<thead>
<tr>
<th>Algorithm</th>
<th>Key Size (Bit)</th>
<th>Block Size (Bit)</th>
<th>Number of Rounds</th>
<th>Features</th>
</tr>
</thead>
<tbody>
<tr>
<td>AES</td>
<td>128, 192 &amp; 256</td>
<td>128</td>
<td>10, 12 &amp; 14</td>
<td>Very high security and flexible</td>
</tr>
<tr>
<td>DES</td>
<td>64</td>
<td>64</td>
<td>16</td>
<td>Moderate security and flexible</td>
</tr>
<tr>
<td>3DES</td>
<td>112 &amp; 118</td>
<td>64</td>
<td>48</td>
<td>High security and flexible</td>
</tr>
<tr>
<td>CALIFIA</td>
<td>128/192/256</td>
<td>128</td>
<td>18/22/26</td>
<td>High Security and Flexible</td>
</tr>
<tr>
<td>LED</td>
<td>64 &amp; 128</td>
<td>64 &amp; 128</td>
<td>-</td>
<td>Efficient hardware implementation</td>
</tr>
<tr>
<td>PRESENT</td>
<td>80 &amp; 128</td>
<td>128</td>
<td>32</td>
<td>Less gate count, less memory, Used for encrypting small amounts of data</td>
</tr>
<tr>
<td>RECTANGLE</td>
<td>80</td>
<td>64</td>
<td>25</td>
<td>Hardware friendly, faster and high throughput</td>
</tr>
<tr>
<td>TWINE</td>
<td>80 &amp; 128</td>
<td>64</td>
<td>36</td>
<td>Ultra-lightweight and enough speed</td>
</tr>
</tbody>
</table>
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Table 1: Comparison Lightweight Algorithms

<table>
<thead>
<tr>
<th>Algorithm</th>
<th>Block Size</th>
<th>Key Size</th>
<th>Additional Notes</th>
</tr>
</thead>
<tbody>
<tr>
<td>TEA</td>
<td>128</td>
<td>64</td>
<td>32</td>
</tr>
<tr>
<td>HIGHT</td>
<td>128</td>
<td>64</td>
<td>32</td>
</tr>
<tr>
<td>KATAN</td>
<td>80</td>
<td>32, 48 &amp;</td>
<td>256</td>
</tr>
<tr>
<td>Humming Bird</td>
<td>256</td>
<td>16</td>
<td>4</td>
</tr>
<tr>
<td>Blowfish</td>
<td>32 - 448</td>
<td>64</td>
<td>16</td>
</tr>
<tr>
<td>Twofish</td>
<td>128, 192 &amp;</td>
<td>128</td>
<td>16</td>
</tr>
</tbody>
</table>

Proposed Approach

In this section, we introduce our enhanced AES technique with dynamic keys, aimed at significantly improving security and establishing an active key management system. The primary objective of this proposal is to implement a compact and dependable symmetric encryption method to protect IoT sensor data.

Generation of Dynamic Keys

Addressing a common vulnerability shared by all symmetric key algorithms, including AES, necessitates a distinct key exchange approach. Therefore, we advocate the development of dynamic keys based on the order of data transfers. Both the sender and recipient must agree on the key before initiating data transmission. The process commences with data framing, where each frame comprises 16 bytes and is transmitted individually. To generate the dynamic key, we incrementally modify the 16-byte key in accordance with the sequence of the sent data frames. Specifically, each round involves XORing the 16-byte data frame with the respective sequence number before consecutive transmission and numerical indexing. This process within the proposed AES algorithm's dynamic key generation creates an activation key. For each data frame associated with a key change, the AES algorithm generates the Cipher Text, which is subsequently transmitted to the receiver. The recipient can deduce the key required for decryption based on the sequence in which the encrypted data is received, facilitating secure and synchronized data decoding.

The Encryption Method

In contrast to AES, the suggested encryption method uses round transformations such as Divideswap, Subbytes, Shiftrows, Mixcolumns, and Xorroundkey. Introduced is a new round transformation called Divideswap, which splits the block into two halves and swaps the two halves. Five round transformations make up the suggested encryption method: (i) Divideswap; (ii) Subbytes; (iii) Shiftrows; (iv) Mixcolumns; and (v) Xorroundkey.

1. From the cypher key, create the set of round keys
2. Set the block data as the state array's initial value
3. The beginning state array should now include the initial round key
4. Carry out nine iterations of state modification

DivideSwap
SubBytes
ShiftRows
MixColumns
XorRoundKey

5. Tenth round of state manipulation should be carried out.

DivideSwap
SubBytes
ShiftRows
XorRoundKey
6. The encrypted data is copied out as the final state array (cypher text).

The following details each round's transformation:

1. DivideSwap: Composed of two transformations, such as splitting the block into two halves and exchanging the two halves, is the DivideSwap function.

2. SubBytes: Using the S-box table, a block's original byte is changed for a new one.

3. ShiftRows: The state array's rows can be changed with this function. The amount of bytes needed to rotate each row to the right is as follows:
   - First Row: 0 byte rotation
   - 2nd Row: 1 byte rotation
   - 3rd row: 2 bytes of rotation
   - 4th row: 3 bytes of rotation

4. MixColumns replaces each column of the state arrays C0 through C3 with a new column that was computed by matrix multiplication.

\[
\begin{bmatrix}
C'_0 \\
C'_1 \\
C'_2 \\
C'_3
\end{bmatrix}
= 
\begin{bmatrix}
02 & 01 & 01 & 03 \\
03 & 02 & 01 & 01 \\
01 & 03 & 02 & 01 \\
01 & 01 & 03 & 02
\end{bmatrix}
\bullet
\begin{bmatrix}
C_0 \\
C_1 \\
C_2 \\
C_3
\end{bmatrix}
\]

5. RoundKey XOR: State array XORs the value of the relevant round key, followed by an XOR with a sequence number, and replaces the state array with the outcome.
Decryption Scheme

Using inverse functions, decryption means undoing each stage of encryption:

Decryption is performed in the following order:

1. Execute the initial round of decryption:
   - InvDivideSwap
   - XorRoundKey
   - InvShiftRows
   - InvSubBytes

2. Complete nine complete decryption rounds:
   - InvDivideSwap
   - XorRoundKey
   - InvMixColumns
   - InvShiftRows
InvSubBytes

3. Execute the last XorRoundKey.

In the same sequence, the same round keys are utilised.

Implementation of Proposed Methodology

In this system, we have implemented a robust security mechanism using the Enhanced and Dynamic AES (ED-AES) encryption method. This encryption technique is instrumental in ensuring the protection of data gathered from the physical environment. To achieve this, we have incorporated specific hardware components, namely the Arduino Board, in conjunction with the ESP8266 module and DHT11 sensors.

The Arduino Board stands out as a user-friendly microcontroller device that possesses the capability to execute one application at a time while seamlessly connecting to a computer. What truly sets Arduino apart is its open-source nature, granting free access to a wealth of hardware and software development resources. This open-source approach fosters an environment of innovation and collaboration within the Arduino community, making it a cost-effective and versatile choice for our Internet of Things (IoT) security system.

Figure 3: Read Temperature and Humidity using DHT11 and Arduino Uno

Depending on the requirements of the system, Arduino boards are adept at accepting both analog and digital input signals from a diverse array of sensors. These signals can then be translated into various outputs, including but not limited to initiating motor operations, toggling LEDs, establishing connections with cloud services, or performing a multitude of other functions. The Arduino UNO, undoubtedly the most renowned Arduino variant, is just one among several models available for selection [24, 25, 26].

To bolster the security of the sensing data obtained from the sensors connected to the Arduino, prior to its transmission across the network, we have integrated the ED-AES algorithm directly into the Arduino. This prudent measure ensures that sensitive data remains protected during transit, safeguarding the integrity and confidentiality of the information exchanged within our IoT ecosystem.
This proposal is in charge of protecting sensor data transmitted over the network. Temperature and humidity are sensed by these sensors, which then use think-speak to relay the data to the server across the network. Temperature and humidity levels were measured using a DHT11 sensor. Data from these sensors will be sent to the server through the network.
Figure 5: Sending data from IoT Device to Server

The server's choices depend heavily on the data from this sensor. If an attacker has access to these data or has the ability to alter them, this results in different server choices and introduces mistake or wrongdoing into the system. As a result, the ED-AES algorithm included into the Arduino board will safeguard these sensor data.

Cryptanalytic Strength

The proposed ED-AES encryption method employs the same Galois field definitions as AES for its mathematical operations. However, it distinguishes itself from AES in a subtle yet significant manner, primarily through its round function. In ED-AES, the round functions utilize Divideswap and Roundkey XORed with the sequence number in each round. This distinctive approach enhances the algorithm's theoretical and statistical robustness. Consequently, it introduces greater complexity to both mathematical and statistical analyses.

With each round, this process alters the 256 possible options available to an element upon its introduction. Consequently, each choice made in the first round corresponds to a set of 256 alternatives. The same principle applies to subsequent rounds, meaning that for 10 rounds, there are a staggering $256^{10}$ potential combinations of these options. This intricate design results in ED-AES encryption providing enhanced security compared to AES, owing to the additional layers of complexity embedded in the algorithm. Consequently, attempts to compromise the system's security through reduced-round attacks become less effective.

In each round of ED-AES, the application of Divideswap and Roundkey XORed with the sequence number fortifies the method's resistance against both differential and linear attacks. This meticulous integration of these elements contributes to the overall robustness of the encryption scheme, making it a formidable choice for safeguarding sensitive data.

4. Conclusion

We have modified the AES algorithm to enhance security and ensure its compatibility with a wide range of IoT devices and sensors. The proposed encryption technique incorporates various round transformations, including Divideswap, Subbytes, Shiftrows, Mixcolumns, and Xorroundkey. Furthermore, we have introduced the ED-AES algorithm, which employs a dynamic key generation technique. The data frame consists of sixteen sequential data elements, and their order holds significant implications. This key modification significantly enhances data transmission security for IoT systems.

To fortify the security of sensing data collected by Arduino-connected sensors before transmitting it across the network, we have integrated the ED-AES algorithm directly into the Arduino. This encryption method plays a crucial role in safeguarding the data obtained from the physical environment.

The hardware components used for this proposal include the Arduino Board in conjunction with the ESP8266 and DHT11 sensors. Notably, the ED-AES encryption system has demonstrated equivalent cryptographic properties to AES while exhibiting robust resistance to potential cryptanalytic attacks. This complexity enhances the mathematical and statistical analysis involved in securing sensitive data.
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